There’s been a huge amount of interest among librarians in learning to code. Numerous library conferences—including ALA, LITA Forum, Texas Library Association, Access, Code4Lib, and the Ontario Library Association—have featured programming tutorials or hackathons in recent years. These short workshops are wonderful for exposing people to fundamental concepts and creating positive experiences around code, but students don’t necessarily know what to do next. For the learning to stick, people need real-world projects to which they can apply their newfound skills, which raises the question: how do librarians use code in their everyday work? This issue of *Library Technology Reports* is an answer to that question.

For this report, I reached out to LITA-L, the Code4Lib and LibTechWomen mailing lists, and my own network to survey librarians on how they use code in their jobs. I particularly looked for people who are not primarily developers and who could share examples of short scripts (under a hundred or so lines) that they’ve written. While there are some wonderful large-scale code projects in libraries, I wanted to write about small, useful scripts that don’t require expert-level coding skill: projects that are within reach even for fairly new coders. If you’ve been looking for reasons to learn code, ways to apply developing coding skills, or concrete examples to help you justify professional development support, this report is for you. If you manage aspiring coders you want to support, this report is for you, too.

**Who This Report Is For**

This report has three main audiences:

- librarians who are considering learning how to code
- librarians who have done some introductory programming study and are looking for next steps
- managers of librarians who code

If you’re considering learning how to code, this report will give you lots of ideas about what you can do with code, what might be most helpful to learn, and how you can make your case to management. You’ll probably want to skip ahead first to chapter 6, which summarizes survey respondents’ advice on learning how to code. Then read chapters 2–4 to see real-world things your peers have done with code. That will help you narrow down your options.

Unless you’re aiming to be in a pure development role, it’s not practical to learn all the software topics that might be of interest; by contrast, mastering the fundamentals of programming and learning how to make one language do a few useful things is an achievable goal that will give you powerful, flexible new ways to approach your everyday librarian work. The middle chapters describe programs written by librarians with a variety of job descriptions, in different institutions, addressing diverse use cases. Look for projects that would be helpful in the context...
of your work, and use those to guide what you need to learn.

If you’ve already learned programming fundamentals, you may also find chapter 6 helpful, since it includes intermediate learning resources as well as options for review. However, start with chapters 2–4. Writing your own version of one of the programs in these chapters will be an excellent way to practice your skills and find out what you need to learn next. Most of them are under a hundred lines; I explicitly asked for short programs so that they’ll be manageable for new programmers. Many of them have source code online; these links are provided in each chapter. Modifying others’ code for your own use case is also a great way to improve your skills. Indeed, many library coders get a great deal of mileage out of modifying others’ code and rarely if ever write their own from scratch. Finally, chapter 5, which details the political challenges and benefits of library code, will be helpful to you as you start to deploy code at work. Many library coders find that navigating buy-in and advocating for code are every bit as integral to their work as the actual programming. Avoid reinventing the wheel; learn about the problems they’ve encountered and techniques for handling those problems. And look for inspiration in the ways that people have positively impacted themselves and their coworkers through code.

If you’re a manager, whether you code or not, you may be looking for ways to support your technically inclined supervisees. Chapter 6 outlines the support that librarians have received at work for learning to code. Some survey respondents are managers as well as coders, and I also asked them what kinds of support they provide; this is covered in chapter 6 as well. Chapter 5, about the political impacts of code, is also relevant to you. Finally, if you’re not a coder, you may be interested in reading chapters 2–4 simply to see what others have done with code in libraries and how similar work might benefit your own library. Of course, if you are a coder, you may be interested in reading these chapters to get ideas for your own projects.

What You’ll Find Here

After the introduction, there are three main sections. Chapters 2–4 cover programs that librarians have written to get things done better in their libraries, organized by common use cases: data cleanup, import, and export; reporting; and patron-facing services (mostly, but not always, through the website). Chapter 5 covers the political and social impact of library code, which came up so often in survey responses that it demanded a chapter of its own. Chapter 6 covers resources and advice for learning to code.

Chapters 2–4 each follow the same internal structure. After an introduction outlining the general use case of the code in the chapter, there’s an examples section with brief overviews of a half dozen or so scripts. Each overview notes the script’s author, language, and purpose. Where available, links to source code are provided, and you’re encouraged to consult that code alongside the text.

After the overviews, each of chapters 2–4 has a deep dive into one script. Think of this as a code-reading group we’re doing together, aimed at novice programmers. I’ll walk you through the scripts line by line, showing you how they’re organized and what each part accomplishes. Each of these scripts is online, so please pull up the code in your web browser and follow along. Additionally, the deep dives offer commentary on best practices and suggestions for how to expand or modify each program in case you want concrete ideas for practicing your programming skills.

These deep dives intentionally address different use cases and focus on programs written in different languages (PHP, Python, and JavaScript, all of which are in widespread use in libraries). I want to maximize the chances that one of them is relevant to you, no matter what library role you’re in or what programming languages you may speak. I’m also deliberately agnostic throughout this report about what language you should learn. All of them incorporate the same fundamental programming concepts, like variables, control flow, and functions; all of them can be used to tackle a wide variety of problems. While many programmers have strong feelings about what language is best, the best language for you depends on which languages have good tools for solving problems you care about; which ones your coworkers, friends, or local community are already using; which have good learning resources you can access readily; and which appeal to your own idiosyncratic sense of aesthetics. I feel strongly that learning to program can be intellectually stimulating, personally empowering, and professionally useful, and you can realize those benefits regardless of what programming language you start with.

A note on mechanics: like many books on programming, this report follows the convention that text written in monospaced font represents code. When I am directly quoting lines of code or words from programming languages, I’ll use Courier. For the most part, however, I refer to code samples online rather than reproducing them in the report.

Finally, there are a lot of survey responses that couldn’t fit in this report, and ultimately the web is a more natural home for code than a report. For more information—including both scripts as of this writing, and any changes they may have undergone since—consult the companion website.

Companion website

https://thatandromeda.github.io/ltr
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I’m writing a Library Technology Report for ALA TechSource on lightweight, useful programs librarians & archivists have written to get their jobs done better. You need not be a library developer to answer these questions—in fact, I want to hear from people with all sorts of library roles! You need not be an expert coder or have a perfect code sample available, either. If you wrote some code that got something done, no matter how hackish or how elegant, I want to hear from you.

How much of your job is about coding? Do you have any formal code responsibilities, or is this simply a skill that you bring to your formal responsibilities? *

Have you had support from your employer in learning to code/spending your time on coding? *

If you’re a manager, have you provided support to employees who want to learn to code? If so, what sort? If not, why not?

What would you recommend to someone who wanted to learn to write code?

For the following questions, please pick a short program (less than a hundred-ish lines) that you wrote to do some library/archives task. If you have more than one you’d like to talk about, feel free to have multiple answers per question (just make it clear which answer goes with which script).

What language was this code written in? *

What problem did this code solve? *

What was the impact of the code? (time saved, new/improved service to patrons, etc.) *

If the code is publicly available, please link it here.

What did you learn from implementing this code? *
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